My biggest worry was the removal of templates from issues. I was already  
picturing my spending hours writing regular expressions to remove these  
lines… and then I realized that the word “lines” was the key! I could go  
split all issue comments into *lines*, which is called tokenization in  
proper text mining vocabulary, and then remove duplicates! This way, I  
didn’t even have to worry about the templates having changed a bit over  
time, since each version was used at least twice. A tricky part that  
remained was the removal of code chunks since I only wanted to keep  
human conversation. In theory, it was easy: code chunks are lines  
located between two lines containing ““`”… I’m still not sure I  
solved this in the easiest possible way.

library("magrittr")

threads <- readr::read\_csv("data/clean\_data.csv")

# to remove code lines between ```

range <- function(x1, x2){

x1:x2

}

# I need the indices of lines between ```

split\_in\_indices <- function(x){

lengthx <- length(x)

if(length(x) == 0){

return(0)

}else{

if(lengthx > 2){

limits1 <- x[seq(from = 1, to = (lengthx - 1), by = 2)]

limits2 <- x[seq(from = 2, to = lengthx, by = 2)]

purrr::map2(limits1, limits2, range) %>%

unlist() %>%

c()

}else{

x[1]:x[2]

}

}

}

# tokenize by line

threads <- tidytext::unnest\_tokens(threads, line, body, token = "lines")

# remove white space

threads <- dplyr::mutate(threads, line = trimws(line))

# remove citations lines

threads <- dplyr::filter(threads, !stringr::str\_detect(line, "^\\>"))

# remove the line from the template that has ``` that used to bother me

threads <- dplyr::filter(threads, !stringr::str\_detect(line, "bounded by ```"))

# correct one line

threads <- dplyr::mutate(threads, line = stringr::str\_replace\_all(line, "`` `", "```"))

# group by comment

threads <- dplyr::group\_by(threads, title, created\_at, user, issue)

# get indices

threads <- dplyr::mutate(threads, index = 1:n())

# get lines limiting chunks

threads <- dplyr::mutate(threads, chunk\_limit = stringr::str\_detect(line, "```")&stringr::str\_count(line, "`") %in% c(3, 4))

# special treatment

threads <- dplyr::mutate(threads,

chunk\_limit = ifelse(user == "MarkEdmondson1234" & issue == 127 & index == 33,

FALSE, chunk\_limit))

threads <- dplyr::mutate(threads, which\_limit = list(split\_in\_indices(which(chunk\_limit))))

# weird code probably to get indices of code lines

threads <- dplyr::mutate(threads, code = index %in% which\_limit[[1]])

threads <- dplyr::ungroup(threads)

Let’s look at what this does in practice, with comments from  
[gutenbergr  
submission](https://github.com/ropensci/onboarding/issues/41) as  
example. I chose this submission because the package author, David  
Robinson, is one of the two tidytext creators, and because I was the  
reviewer, so it’s all very meta, isn’t it?

In the excerpt below, we see the most important variable, the binary  
code indicating whether the line is a code line. This excerpt also  
shows variables created to help compute code: index is the index of  
the line withing a comment, chunk\_limit indicates whether the line is  
a chunk limit, which\_limit indicates which indices in the comment  
indicate lines of code.

dplyr::filter(threads, package == "gutenbergr",

user == "sckott",

!stringr::str\_detect(line, "ropensci..footer")) %>%

dplyr::mutate(created\_at = as.character(created\_at)) %>%

dplyr::select(created\_at, line, code, index, chunk\_limit, which\_limit) %>%

knitr::kable()

| **created\_at** | **line** | **code** | **index** | **chunk\_limit** | **which\_limit** |
| --- | --- | --- | --- | --- | --- |
| 2016-05-02 17:04:56 | thanks for your submission @dgrtwo – seeking reviewers now | FALSE | 1 | FALSE | 0 |
| 2016-05-04 06:09:19 | reviewers: @masalmon | FALSE | 1 | FALSE | 0 |
| 2016-05-04 06:09:19 | due date: 2016-05-24 | FALSE | 2 | FALSE | 0 |
| 2016-05-12 16:16:38 | having a quick look over this now… | FALSE | 1 | FALSE | 0 |
| 2016-05-12 16:45:59 | @dgrtwo looks great. just a minor thing: | FALSE | 1 | FALSE | 3:7 |
| 2016-05-12 16:45:59 | gutenberg\_get\_mirror() throws a warning due to xml2, at this line <https://github.com/dgrtwo/gutenbergr/blob/master/r/gutenberg_download.r#l213> | FALSE | 2 | FALSE | 3:7 |
| 2016-05-12 16:45:59 | “` r | TRUE | 3 | TRUE | 3:7 |
| 2016-05-12 16:45:59 | warning message: | TRUE | 4 | FALSE | 3:7 |
| 2016-05-12 16:45:59 | in node\_find\_one(x\*n**o**d\**e*, \*x\*doc, xpath = xpath, nsmap = ns) : | TRUE | 5 | FALSE | 3:7 |
| 2016-05-12 16:45:59 | 101 matches for .//a: using first | TRUE | 6 | FALSE | 3:7 |
| 2016-05-12 16:45:59 | “` | TRUE | 7 | TRUE | 3:7 |
| 2016-05-12 16:45:59 | wonder if it’s worth a suppresswarnings() there? | FALSE | 8 | FALSE | 3:7 |
| 2016-05-12 20:42:53 | great! | FALSE | 1 | FALSE | 3:5 |
| 2016-05-12 20:42:53 | – add the footer to your readme: | FALSE | 2 | FALSE | 3:5 |
| 2016-05-12 20:42:53 | “` | TRUE | 3 | TRUE | 3:5 |
| 2016-05-12 20:42:53 | “` | TRUE | 5 | TRUE | 3:5 |
| 2016-05-12 20:42:53 | – could you add url and bugreports entries to description, so people know where to get sources and report bugs/issues | FALSE | 6 | FALSE | 3:5 |
| 2016-05-12 20:42:53 | – update installation of dev versions to ropenscilabs/gutenbergr and any urls for the github repo to ropenscilabs instead of dgrtwo | FALSE | 7 | FALSE | 3:5 |
| 2016-05-12 20:42:53 | – go to the repo settings –> transfer ownership and transfer to ropenscilabs – note that all our newer pkgs go to ropenscilabs first, then when more mature we’ll move to ropensci | FALSE | 8 | FALSE | 3:5 |
| 2016-05-13 01:22:22 | nice, builds on at travis <https://travis-ci.org/ropenscilabs/gutenbergr/> – you can keep appveyor builds under your acct, or i can start on mine, let me know | FALSE | 1 | FALSE | 0 |
| 2016-05-13 16:06:31 | updated badge link, started an appveyor account with ropenscilabs as account name – sent pr – though the build is failing, something about getting the current gutenberg url <https://ci.appveyor.com/project/sckott/gutenbergr/build/1.0.1#l650> | FALSE | 1 | FALSE | 0 |
|  |  |  |  |  |  |

So as you see now getting rid of chunks is straightforward: the lines  
with code == TRUE have to be deleted.

# remove them and get rid of now useless columns

threads <- dplyr::filter(threads, !code)

threads <- dplyr::select(threads, - code, - which\_limit, - index, - chunk\_limit)

Now on to removing template parts… I noticed that removing duplicates  
was a bit too drastic because sometimes duplicates were poorly formatted  
citations, e.g. an author answering a reviewer’s question by  
copy-pasting it without [Markdown  
blockquotes](https://github.com/adam-p/markdown-here/wiki/Markdown-Cheatsheet#blockquotes),  
in which case we definitely want to keep the first occurrence. Besides,  
duplicates were sometimes very short sentences such as “great!” that are  
not templates, that we therefore should keep. Therefore, for each line,  
I counted how many times it occurred overall (no\_total\_occ), and in  
how many issues it occurred (no\_issues).

Let’s look at [Joseph Stachelek’s review of  
rrricanes](https://github.com/ropensci/onboarding/issues/118#issuecomment-310503322)  
for instance.

dplyr::filter(threads, user == "jsta", is\_review) %>%

dplyr::select(line) %>%

head() %>%

knitr::kable()

| **line** |
| --- |
| ## package review |
| – [x] as the reviewer i confirm that there are no conflicts of interest for me to review this work (if you are unsure whether you are in conflict, please speak to your editor *before* starting your review). |
| #### documentation |
| the package includes all the following forms of documentation: |
| – [x] **a statement of need** clearly stating problems the software is designed to solve and its target audience in readme |
| – [x] **installation instructions:** for the development version of package and any non-standard dependencies in readme |

Now if we clean up a bit…

threads <- dplyr::group\_by(threads, line)

threads <- dplyr::mutate(threads, no\_total\_occ = n(),

no\_issues = length(unique(issue)),

size = stringr::str\_length(line))

threads <- dplyr::ungroup(threads)

threads <- dplyr::group\_by(threads, issue, line)

threads <- dplyr::arrange(threads, created\_at)

threads <- dplyr::filter(threads, no\_total\_occ <= 2,

# for repetitions in total keep the short ones

# bc they are stuff like "thanks" so not template

# yes 10 is arbitrary

no\_issues <= 1 | size < 10)

# when there's a duplicate in one issue

# it's probably citation

# so keep the first occurrence

get\_first <- function(x){

x[1]

}

threads <- dplyr::group\_by(threads, issue, line)

threads <- dplyr::summarise\_all(threads, get\_first)

threads <- dplyr::select(threads, - no\_total\_occ, - size, - no\_issues)

threads <- dplyr::mutate(threads, # let code words now be real words

line = stringr::str\_replace\_all(line, "`", ""),

# only keep text from links, not the links themselves

line = stringr::str\_replace\_all(line, "\\]\\(.\*\\)", ""),

line = stringr::str\_replace\_all(line, "\\[", ""),

line = stringr::str\_replace\_all(line, "blob\\/master", ""),

# ’

line = stringr::str\_replace\_all(line, "’", ""),

# remove some other links

line = stringr::str\_replace\_all(line, "https\\:\\/\\/github\\.com\\/", ""))

threads <- dplyr::filter(threads, !stringr::str\_detect(line, "estimated hours spent reviewing"))

threads <- dplyr::filter(threads, !stringr::str\_detect(line, "notifications@github\\.com"))

threads <- dplyr::filter(threads, !stringr::str\_detect(line, "reply to this email directly, view it on"))

threads <- dplyr::ungroup(threads)

Here is what we get from the same review.

dplyr::filter(threads, user == "jsta", is\_review) %>%

dplyr::select(line) %>%

head() %>%

knitr::kable()

| **line** |
| --- |
| \* also, you might consider using the skip\_on\_cran function for lines that call an external download as recommended by the ropensci packaging guide. |
| \* i am having timeout issues with building the getting\_started vignette. i wonder if there is a particular year with very few hurricanes that would solve the timeout problem. |
| \* i cannot build the data.world vignette. probably because i don’t have an api key set up. you may want to consider setting the code chunks to eval=false. |
| \* i really like the tidy\_ functions. i wonder if it would make it easier on the end-user to have the get\_ functions return tidy results by default with an optional argument to return “messy” results. |
| \* missing a maintainer field in the description |
| \* there are no examples for knots\_to\_mph, mb\_to\_in, status\_abbr\_to\_str, get\_discus, get\_fstadv, tidy\_fstadv, tidy\_wr, tidy\_fcst. maybe some can be changed to non-exported? |

So now, we mostly got the interesting human and original language.

This got me “tidy enough” text. Let’s not mention this package author  
who found a way to poorly format [their  
submission](https://github.com/ropensci/onboarding/issues/24) right  
under a guideline explaining how to copy the DESCRIPTION… Yep, that’s  
younger me. Oh well.

**Computing sentiment**

Another data preparation part was to compute the sentiment score of each  
line via the [sentimentr](https://github.com/trinker/sentimentr)  
package by Tyler Rinker, which computes a score for sentences, not for  
single words.

sentiment <- all %>%

dplyr::group\_by(line, created\_at, user, role, issue) %>%

dplyr::mutate(sentiment = median(sentimentr::sentiment(line)$sentiment)) %>%

dplyr::ungroup() %>%

dplyr::select(line, created\_at, user, role, issue, sentiment)

This dataset of sentiment will be used later in the post.

**Tidy text analysis of onboarding social weather**

**What do reviews talk about?**

To find out what reviews deal with as if I didn’t know about our  
guidelines, I’ll compute the frequency of words and bigrams, and the  
pairwise correlation of words within issue comments.

My using lollipops below was inspired by [this fascinating blog post of  
Tony ElHabr’s about his Google search  
history](https://tonyelhabr.rbind.io/posts/tidy-text-analysis-google-search-history/).

library("ggplot2")

library("ggalt")

library("hrbrthemes")

stopwords <- rcorpora::corpora("words/stopwords/en")$stopWords

word\_counts <- threads %>%

tidytext::unnest\_tokens(word, line) %>%

dplyr::filter(!word %in% stopwords) %>%

dplyr::count(word, sort = TRUE) %>%

dplyr::mutate(word = reorder(word, n))

ggplot(word\_counts[1:15,]) +

geom\_lollipop(aes(word, n),

size = 2, col = "salmon") +

hrbrthemes::theme\_ipsum(base\_size = 16,

axis\_title\_size = 16) +

coord\_flip()

![Most common words in onboarding review
threads](data:image/png;base64,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)

bigrams\_counts <- threads %>%

tidytext::unnest\_tokens(bigram, line, token = "ngrams", n = 2) %>%

tidyr::separate(bigram, c("word1", "word2"), sep = " ",

remove = FALSE) %>%

dplyr::filter(!word1 %in% stopwords) %>%

dplyr::filter(!word2 %in% stopwords) %>%

dplyr::count(bigram, sort = TRUE) %>%

dplyr::mutate(bigram = reorder(bigram, n))

ggplot(bigrams\_counts[2:15,]) +

geom\_lollipop(aes(bigram, n),

size = 2, col = "salmon") +

hrbrthemes::theme\_ipsum(base\_size = 16,

axis\_title\_size = 16) +

coord\_flip()
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I’m not showing the first bigram that basically shows I’ve an encoding  
issue to solve with a variation of “´”. In any case, both figures show  
what we care about, like our guidelines that are mentioned often, and  
documentation. I think words absent from the figures such as performance  
or speed also highlight what we care less about, following [Jeff Leek’s  
philosophy](https://github.com/jtleek/rpackages#documentation).

Now, let’s move on to a bit more complex visualization of [pairwise  
correlations between  
words](https://www.tidytextmining.com/ngrams.html#counting-and-correlating-pairs-of-words-with-the-widyr-package)  
within lines. First, let’s prepare the table of words in lines. Compared  
with [the book  
tutorial](https://www.tidytextmining.com/ngrams.html#counting-and-correlating-pairs-of-words-with-the-widyr-package),  
we add a condition for eliminating words mentioned in only one  
submission, often function names.

users <- unique(threads$user)

onboarding\_line\_words <- threads %>%

dplyr::group\_by(user, issue, created\_at, package, line) %>%

dplyr::mutate(line\_id = paste(package, user, created\_at, line)) %>%

dplyr::ungroup() %>%

tidytext::unnest\_tokens(word, line) %>%

dplyr::filter( word != package, !word %in% users,

is.na(as.numeric(word)),

word != "ldecicco",

word != "usgs") %>%

dplyr::group\_by(word) %>%

dplyr::filter(length(unique(issue)) > 1) %>%

dplyr::select(line\_id, word)

onboarding\_line\_words %>%

head() %>%

knitr::kable()

| **line\_id** | **word** |
| --- | --- |
| rrlite karthik 2015-04-12 20:56:04 – ] add a ropensci footer. | add |
| rrlite karthik 2015-04-12 20:56:04 – ] add a ropensci footer. | a |
| rrlite karthik 2015-04-12 20:56:04 – ] add a ropensci footer. | ropensci |
| rrlite karthik 2015-04-12 20:56:04 – ] add a ropensci footer. | footer |
| rrlite karthik 2015-04-12 20:56:04 – ] add an appropriate entry into ropensci.org/packages/index.html | add |
| rrlite karthik 2015-04-12 20:56:04 – ] add an appropriate entry into ropensci.org/packages/index.html | an |
|  |  |

Then, we can compute the correlation.

word\_cors <- onboarding\_line\_words %>%

dplyr::group\_by(word) %>%

dplyr::filter(!word %in% stopwords) %>%

dplyr::filter(n() >= 20) %>%

widyr::pairwise\_cor(word, line\_id, sort = TRUE)

For instance, what often goes in the same line as vignette?

dplyr::filter(word\_cors, item1 == "vignette")

## # A tibble: 853 x 3

## item1 item2 correlation

##

## 1 vignette readme 0.176

## 2 vignette vignettes 0.174

## 3 vignette chunk 0.145

## 4 vignette eval 0.120

## 5 vignette examples 0.108

## 6 vignette overview 0.0933

## 7 vignette building 0.0914

## 8 vignette link 0.0863

## 9 vignette maps 0.0840

## 10 vignette package 0.0831

## # ... with 843 more rows

Now let’s plot the network of these relationships between words, using  
the [igraph](http://igraph.org/r/) package by Gábor Csárdi and Támas  
Nepusz and [ggraph](https://github.com/thomasp85/ggraph) package by  
Thomas Lin Pedersen.

library("igraph")

library("ggraph")

set.seed(2016)

word\_cors %>%

dplyr::filter(correlation > .35) %>%

graph\_from\_data\_frame() %>%

ggraph(layout = "fr") +

geom\_edge\_link(aes(edge\_alpha = correlation), show.legend = FALSE) +

geom\_node\_point(color = "lightblue", size = 5) +

geom\_node\_text(aes(label = name), repel = TRUE) +

theme\_void()
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This figure gives a good sample of things discussed in reviews. Despite  
our efforts filtering words specific to issues, some of them remain very  
specific, such as country/city/location that are very frequent in  
ropenaq review.

**How positive is onboarding?**

Using sentiment analysis, we can look at how positive comments are.

sentiments %>%

dplyr::group\_by(role) %>%

skimr::skim(sentiment)

## Skim summary statistics

## n obs: 11553

## n variables: 6

## group variables: role

##

## Variable type: numeric

## role variable missing complete n mean sd min p25

## author sentiment 0 4823 4823 0.07 0.21 -1.2 0

## community\_manager sentiment 0 97 97 0.13 0.21 -0.41 0

## editor sentiment 0 1521 1521 0.13 0.22 -1.63 0

## other sentiment 0 344 344 0.073 0.2 -0.6 0

## reviewer sentiment 0 4768 4768 0.073 0.21 -1 0

## median p75 max hist

## 0 0.17 1.84

## 0.071 0.23 1

## 0.075 0.25 1.13

## 0 0.2 0.81

## 0 0.17 1.73

summary(sentiments$sentiment)

## Min. 1st Qu. Median Mean 3rd Qu. Max.

## -1.63200 0.00000 0.00000 0.07961 0.18353 1.84223

sentiments %>%

dplyr::filter(!role %in% c("other", "community\_manager")) %>%

ggplot(aes(role, sentiment)) +

geom\_boxplot(fill = "salmon") +

hrbrthemes::theme\_ipsum(base\_size = 16,

axis\_title\_size = 16,

strip\_text\_size = 16)
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These boxplots seem to indicate that lines are generally positive  
(positive mean, zero 25th-quantile), although it’d be better to be able  
to compare them with text from traditional review processes of  
scientific manuscripts in order to get a better feeling for the meaning  
of these numbers.

On these boxplots we also see that we do get lines with a negative  
sentiment value… about what? Here are the most common words in negative  
lines.

sentiments %>%

dplyr::filter(sentiment < 0) %>%

tidytext::unnest\_tokens(word, line) %>%

dplyr::filter(!word %in% stopwords) %>%

dplyr::count(word, sort = TRUE) %>%

dplyr::mutate(word = reorder(word, n)) %>%

dplyr::filter(n > 100) %>%

ggplot() +

geom\_lollipop(aes(word, n),

size = 2, col = "salmon") +

hrbrthemes::theme\_ipsum(base\_size = 16,

axis\_title\_size = 16) +

coord\_flip()

![Most common words in negative
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And looking at a sample…

sentiments %>%

dplyr::arrange(sentiment) %>%

dplyr::select(line, sentiment) %>%

head(n = 15) %>%

knitr::kable()

| **line** | **sentiment** |
| --- | --- |
| @ultinomics no more things, although do make sure to add more examples – perhaps open an issue ropenscilabs/gtfsr/issues to remind yourself to do that, | -1.6320000 |
| not sure what you mean, but i’ll use different object names to avoid any confusion (ropenscilabs/mregions#24) | -1.2029767 |
| error in .local(.object, …) : | -1.0000000 |
| error: | -1.0000000 |
| #### miscellaneous | -1.0000000 |
| error: command failed (1) | -0.8660254 |
| – get\_plate\_size\_from\_number\_of\_columns: maybe throwing an error makes more sense than returning a string indicating an error | -0.7855844 |
| this code returns an error, which is good, but it would be useful to return a more clear error. filtering on a non-existant species results in a 0 “length” onekp object (ok), but then the download\_\* functions return a curl error due to a misspecified url. | -0.7437258 |
| 0 errors | 0 warnings | 0 notes | -0.7216878 |
| once i get to use this package more, i’m sure i’ll have more comments/issues but for the moment i just want to get this review done so it isn’t a blocker. | -0.7212489 |
| – i now realize i’ve pasted the spelling mistakes without thinking too much about us vs. uk english, sorry. | -0.7071068 |
| minor issues: | -0.7071068 |
| ## minor issues | -0.7071068 |
| replicates issue | -0.7071068 |
| visualization issue | -0.7071068 |
|  |  |

It seems that negative lines are mostly people discussing bugs and  
problems in code, and GitHub issues, and trying to solve them. The kind  
of negative lines we’re happy to see in our process, since once solved,  
they mean the software got more robust!

Last but not least, I mentioned our using particular cases as examples  
of how happy everyone seems to be in the process. To find such examples,  
we rely on memory, but what about picking heart-warming lines using  
their sentiment score?

sentiments %>%

dplyr::arrange(- sentiment) %>%

dplyr::select(line, sentiment) %>%

head(n = 15) %>%

knitr::kable()

| **line** | **sentiment** |
| --- | --- |
| absolutely – it’s really important to ensure it really has been solved! | 1.842234 |
| overall, really easy to use and really nicely done. | 1.733333 |
| this package is a great and lightweight addition to working with rdf and linked data in r. coming after my review of the codemetar package which introduced me to linked data, i found this a great learning experience into a topic i’ve become really interested in but am still quite novice in so i hope my feedback helps to appreciate that particular pov. | 1.463226 |
| i am very grateful for your approval and i very much look forward to collaborating with you and the ropensci community. | 1.256935 |
| thank you very much for the constructive thoughts. | 1.237437 |
| thanks for the approval, all in all a very helpful and educational process! | 1.217567 |
| – really good use of helper functions | 1.139013 |
| – i believe the utf note is handled correctly and this is just a snafu in **goodpractice**, but i will seek a reviewer with related expertise in ensuring that all unicode is handled properly. | 1.132201 |
| seem more unified and consistent. | 1.126978 |
| very much appreciated! | 1.125833 |
| – well organized, readable code | 1.100000 |
| – wow very extensive testing! well done, very thorough | 1.100000 |
| – i’m delighted that you find my work interesting and i’m very keen to help, contribute and collaborate in any capacity. | 1.084493 |
| thank you very much for your thorough and thoughtful review, @batpigandme ! this is great feedback, and i think that visdat will be much improved because of these reviews. | 1.083653 |
| great, thank you very much for accepting this package. i am very grateful about the reviews, which were very helpful to improve this package! | 1.074281 |
|  |  |

As you can imagine, these sentences make the whole team very happy! And  
we hope they’ll encourage you to contribute to rOpenSci onboarding.

**Outlook**

This first try at text analysis of onboarding issue threads is quite  
promising: we were able to retrieve text and to use natural language  
processing to extract most common words and bigrams, and sentiment. This  
allowed us to describe the social weather of onboarding: we could see  
that this system is about software, and that negative sentiment was  
often due to bugs being discussed and solved; and we could extract the  
most positive lines where volunteers praised the review system or the  
piece of software under review.